# Binary Tree

Binary Tree is one of the common interview questions, maybe the easiest. To say it is easy because the way of coding in Binary Tree search is in some standard pattern.

First, we need to be familiar with binary tree traverse. In the text book, it is described as pre-order, inorder and postorder traversal, such tree traversal can normally resolve 80% of the problems. The most common pattern you will use is the post-order traversal, which is visit all the tree the the parent node itself. When we traverse back from the children nodes we should ask ourselves, **what kind of information we want to return from the children**, such information will determine the process logic on the parent node.

## Tree Traversal

### 968. Binary Tree Cameras

Given a binary tree, we install cameras on the nodes of the tree.

Each camera at a node can monitor **its parent, itself, and its immediate children**.

Calculate the minimum number of cameras needed to monitor all nodes of the tree.

**Example 1:**
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**Input:** [0,0,null,0,0]

**Output:** 1

**Explanation:** One camera is enough to monitor all nodes if placed as shown.

**Example 2:**
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**Input:** [0,0,null,0,null,0,null,null,0]

**Output:** 2

**Explanation:** At least two cameras are needed to monitor all nodes of the tree. The above image shows one of the valid configurations of camera placement.

**Note:**

1. The number of nodes in the given tree will be in the range [1, 1000].
2. **Every** node has value 0.

**Analysis:**

1. **First the camera status is only determined in a path from root to current node, or say in reverse, the children to the current node. The camera status does not care in other branches in the tree. This is to say we can use traversal, maybe the postorder to resolve the problem.**
2. **Let’s look at each node and its children nodes. We cah assign 3 state to each node based where the camera is placed.**
   1. **There are no cameras on either left child or right child node, but there are cameras in direct children for both. This means the children are covered, and we do not need to put camera on the current node. We will give the current node the status 0. This status means the current node is not covered by camera.**
   2. **If any left child or right child is not covered by camera, we should anyway place a camera on the current node. Otherwise we will miss a node. We give this status as 2, means there is a camera on this node.**
   3. **In the other case, it means both left children and right children are covered by camera and there is at least one camera in either left child or right child. We can consider the current node is already covered in camera. We assign the value of 1 to the current node.**
3. **Based on the analysis 2, we can have the logic to calculate the value for a node.**
   1. **Give null node (empty children, not existing) a value of 1. Assume it is covered.**
   2. **If both children having the value of 1, we assign 0 to the node.**
   3. **If any child node having the value of 0, we assign 2 to the node and place a camera and we count each camera.**
   4. **Otherwise we assign 1 to the node and assume it is covered.**

/// <summary>

/// Leet code #968. Binary Tree Cameras

/// </summary>

int LeetCode::minCameraCover(TreeNode\* root, int &result)

{

// the child is null or covered

if (root == nullptr) return 1;

int left = minCameraCover(root->left, result);

int right = minCameraCover(root->right, result);

// if left and right are all covered, but no camera, return 0

// means myself not covered.

if (left == 1 && right == 1) return 0;

// either left or right not covered, we need a camera here

if (left == 0 || right == 0)

{

result++;

return 2;

}

else // either left or right contains a camera

{

return 1;

}

}

/// <summary>

/// Leet code #968. Binary Tree Cameras

///

/// Given a binary tree, we install cameras on the nodes of the tree.

///

/// Each camera at a node can monitor its parent, itself, and its immediate

/// children.

///

/// Calculate the minimum number of cameras needed to monitor all nodes of

/// the tree.

///

/// Example 1:

/// Input: [0,0,null,0,0]

/// Output: 1

/// Explanation: One camera is enough to monitor all nodes if placed as shown.

///

/// Example 2:

/// Input: [0,0,null,0,null,0,null,null,0]

/// Output: 2

/// Explanation: At least two cameras are needed to monitor all nodes of the

/// tree. The above image shows one of the valid configurations of camera

/// placement.

///

/// Note:

///

/// 1. The number of nodes in the given tree will be in the range [1, 1000].

/// 2. Every node has value 0.

/// </summary>

int LeetCode::minCameraCover(TreeNode\* root)

{

int result = 0;

if (minCameraCover(root, result) == 0)

{

result++;

}

return result;

}

### 236. Lowest Common Ancestor of a Binary Tree

Given a binary tree, find the lowest common ancestor (LCA) of two given nodes in the tree.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes p and q as the lowest node in T that has both p and q as descendants (where we allow **a node to be a descendant of itself**).”

Given the following binary tree:  root = [3,5,1,6,2,0,8,null,null,7,4]

![https://assets.leetcode.com/uploads/2018/12/14/binarytree.png](data:image/png;base64,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)

**Example 1:**

**Input:** root = [3,5,1,6,2,0,8,null,null,7,4], p = 5, q = 1

**Output:** 3

**Explanation:** The LCA of nodes 5 and 1 is 3.

**Example 2:**

**Input:** root = [3,5,1,6,2,0,8,null,null,7,4], p = 5, q = 4

**Output:** 5

**Explanation:** The LCA of nodes 5 and 4 is 5, since a node can be a descendant of itself according to the LCA definition.

**Note:**

* All of the nodes' values will be unique.
* p and q are different and both values will exist in the binary tree.

/// <summary>

/// Leet code #236. Lowest Common Ancestor of a Binary Tree

/// </summary>

int LeetCode::lowestCommonAncestor(TreeNode\* root, TreeNode\* p, TreeNode\* q,

TreeNode\* &result)

{

int count = 0;

if (root == nullptr) return 0;

if (root == p || root == q) count = 1;

count += lowestCommonAncestor(root->left, p, q, result);

if (count < 2)

{

count += lowestCommonAncestor(root->right, p, q, result);

}

// if first time we see 2 node found, this is the answer.

if (count == 2 && result == nullptr) result = root;

return count;

}

/// <summary>

/// Leet code #236. Lowest Common Ancestor of a Binary Tree

/// Given a binary tree, find the lowest common ancestor (LCA) of two given

/// nodes in the tree.

/// According to the definition of LCA on Wikipedia: “The lowest common

/// ancestor is defined between two

/// nodes v and w as the lowest node in T that has both v and w as descendants

/// (where we allow a node to be a descendant of itself).”

/// \_\_\_\_\_\_\_3\_\_\_\_\_\_

/// / \

/// \_\_\_5\_\_ \_\_\_1\_\_

/// / \ / \

/// 6 2 0 8

/// / \

/// 7 4

/// For example, the lowest common ancestor (LCA) of nodes 5 and 1 is 3.

/// Another example is LCA of nodes 5 and 4 is 5,

/// since a node can be a descendant of itself according to the LCA definition.

/// </summary>

TreeNode\* LeetCode::lowestCommonAncestor(TreeNode\* root, TreeNode\* p, TreeNode\* q)

{

TreeNode \* result = nullptr;

int count = lowestCommonAncestor(root, p, q, result);

return result;

}

### 124. Binary Tree Maximum Path Sum

Given a **non-empty** binary tree, find the maximum path sum.

For this problem, a path is defined as any sequence of nodes from some starting node to any node in the tree along the parent-child connections. The path must contain **at least one node** and does not need to go through the root.

**Example 1:**

**Input:** [1,2,3]

**1**

**/ \**

**2** **3**

**Output:** 6

**Example 2:**

**Input:** [-10,9,20,null,null,15,7]

  -10

   / \

  9  **20**

**/  \**

**15   7**

**Output:** 42

/// <summary>

/// Leet code #124. Binary Tree Maximum Path Sum

/// </summary>

void LeetCode::maxPathSum(TreeNode\* root, int &max\_path\_sum, int&max\_path\_loop)

{

if (root == nullptr)

{

max\_path\_sum = 0;

max\_path\_loop = INT\_MIN;

}

else

{

int max\_path\_sum\_left, max\_path\_loop\_left;

maxPathSum(root->left, max\_path\_sum\_left, max\_path\_loop\_left);

int max\_path\_sum\_right, max\_path\_loop\_right;

maxPathSum(root->right, max\_path\_sum\_right, max\_path\_loop\_right);

max\_path\_sum = max(max\_path\_sum\_left + root->val, max\_path\_sum\_right + root->val);

max\_path\_sum = max(max\_path\_sum, root->val);

max\_path\_loop = max(max\_path\_loop\_left, max\_path\_loop\_right);

max\_path\_loop = max(max\_path\_loop, root->val + max\_path\_sum\_left + max\_path\_sum\_right);

max\_path\_loop = max(max\_path\_loop, max\_path\_sum);

}

}

/// <summary>

/// Leet code #124. Binary Tree Maximum Path Sum

/// Given a binary tree, find the maximum path sum.

/// For this problem, a path is defined as any sequence of nodes from some

/// starting node to any node in the tree along the parent-child connections.

/// The path must contain at least

/// one node and does not need to go through the root.

/// For example:

/// Given the below binary tree,

/// 1

/// / \

/// 2 3

/// Return 6.

/// Explanation:

/// The max\_path must come from the left direct path + self, the right direct path + self

/// and the maximum left loop path and maximum right loop path.

/// </summary>

int LeetCode::maxPathSum(TreeNode\* root)

{

int max\_path\_loop = 0;

int max\_path\_sum = 0;

maxPathSum(root, max\_path\_sum, max\_path\_loop);

return max\_path\_loop;

}

## Level Traversal and Tree Serialization

### 297. Serialize and Deserialize Binary Tree

Serialization is the process of converting a data structure or object into a sequence of bits so that it can be stored in a file or memory buffer, or transmitted across a network connection link to be reconstructed later in the same or another computer environment.

Design an algorithm to serialize and deserialize a binary tree. There is no restriction on how your serialization/deserialization algorithm should work. You just need to ensure that a binary tree can be serialized to a string and this string can be deserialized to the original tree structure.

**Example:**

You may serialize the following tree:

1

/ \

2 3

/ \

4 5

as "[1,2,3,null,null,4,5]"

**Clarification:** The above format is the same as [how LeetCode serializes a binary tree](https://leetcode.com/faq/#binary-tree). You do not necessarily need to follow this format, so please be creative and come up with different approaches yourself.

**Note:**Do not use class member/global/static variables to store states. Your serialize and deserialize algorithms should be stateless.

Please notice that when you encounter this problem in a real interview, you do not need to follow the exact same format as LeetCode. you can have tailing null in the end.

The serialization process is a simple level traversal. The deserialization process is a little bit tricky. You need to split the string and process them one by one in the queue, and put the node in the output queue, for every node coming from output queue, you need to construct two children for node, and these children are from the input queue.

/// <summary>

/// LeetCode 297. Serialize and Deserialize Binary Tree

/// Serialization is the process of converting a data structure or object

/// into a sequence of bits so that it can be stored in a file or memory

/// buffer, or transmitted across a network connection link to be

/// reconstructed later in the same or another computer environment.

///

/// Design an algorithm to serialize and deserialize a binary tree. There

/// is no restriction on how your serialization/deserialization algorithm

/// should work. You just need to ensure that a binary tree can be

/// serialized to a string and this string can be deserialized to the

/// original tree structure.

///

/// For example, you may serialize the following tree

/// 1

/// / \

/// 2 3

/// / \

/// 4 5

///

/// as "[1,2,3,null,null,4,5]", just the same as how LeetCode OJ serializes

/// a binary tree.

/// You do not necessarily need to follow this format, so please be

/// creative and come up with different approaches yourself.

/// Note: Do not use class member/global/static variables to store states.

/// Your serialize and deserialize algorithms should be stateless.

/// </summary>

/// <summary>

/// Encodes a tree to a single string.

/// </summary>

/// <param name="root">the root</param>

/// <returns>The string</returns>

string LeetCode::serialize(TreeNode\* root)

{

string result = "";

queue<TreeNode \*> queue;

if (root != nullptr) queue.push(root);

while (!queue.empty())

{

TreeNode \* node = queue.front();

queue.pop();

if (!result.empty()) { result.push\_back(','); }

if (node == nullptr)

{

result.append("null");

}

else

{

result.append(std::to\_string(node->val));

queue.push(node->left);

queue.push(node->right);

}

}

while (true)

{

if ((result.size() > 4) && (result.substr(result.size() - 4) == "null"))

{

result.erase(result.size() - 4);

}

else if ((result.size() > 1) && (result.substr(result.size() - 1) == ","))

{

result.erase(result.size() - 1);

}

else

{

break;

}

}

return "[" + result + "]";

}

/// <summary>

/// Decodes your encoded data to tree.

/// </summary>

/// <param name="data">the string data</param>

/// <returns>The root</returns>

TreeNode\* LeetCode::deserialize(string data)

{

queue<TreeNode \*> input\_queue;

queue<TreeNode \*> output\_queue;

string number;

for (size\_t i = 0; i < data.size(); i++)

{

if ((data[i] == '[') || (data[i] == ',') || data[i] == ']' ||

isspace(data[i]))

{

if (number.size() != 0)

{

if (number == "null")

{

input\_queue.push(nullptr);

}

else

{

input\_queue.push(new TreeNode(std::stoi(number)));

}

number.clear();

}

}

else

{

number.push\_back(data[i]);

}

}

TreeNode \*root = nullptr;

TreeNode \*node = nullptr;

while (!input\_queue.empty())

{

if (output\_queue.empty())

{

root = input\_queue.front();

input\_queue.pop();

node = root;

output\_queue.push(node);

}

else

{

node = output\_queue.front();

output\_queue.pop();

if (node != nullptr)

{

if (!input\_queue.empty())

{

node->left = input\_queue.front();

input\_queue.pop();

}

if (!input\_queue.empty())

{

node->right = input\_queue.front();

input\_queue.pop();

}

output\_queue.push(node->left);

output\_queue.push(node->right);

}

}

}

return root;

}

**Please notice that the tree serialization can be used many scenarios, you do not need to make them as a string, maybe just an array. For example, it can be used to compare one tree is a subtree of another and to determine if a tree is a complete tree or not. When doing so you may need to output all the empty leaves.**

## Predecessor and Successor

To find the predecessor, the common steps are below.

1. Search from top to bottom, push the path to the stack,
2. If the target node is found, pop it out of stack
3. check if the target has left child, if the answer is yes, **greedily** look for its (the left child) right child and push the path into stack, until there is no right child, the stack top is the predecessor.
4. If the target does not contain a left child, pop up the stack to search the ancestor until we find a one the target node is in its right branch.
5. If we want to find the next predecessor, we simply pop up a node from stack, repeat step #3.

The similar way can be used to find successor, just switch the left child and right child in the steps above.

### 173. Binary Search Tree Iterator

Implement an iterator over a binary search tree (BST). Your iterator will be initialized with the root node of a BST.

Calling next() will return the next smallest number in the BST.

**Example:**
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BSTIterator iterator = new BSTIterator(root);

iterator.next(); // return 3

iterator.next(); // return 7

iterator.hasNext(); // return true

iterator.next(); // return 9

iterator.hasNext(); // return true

iterator.next(); // return 15

iterator.hasNext(); // return true

iterator.next(); // return 20

iterator.hasNext(); // return false

**Note:**

* next() and hasNext() should run in average O(1) time and uses O(*h*) memory, where *h* is the height of the tree.
* You may assume that next() call will always be valid, that is, there will be at least a next smallest number in the BST when next() is called.

/// <summary>

/// LeetCode #173. Binary Search Tree Iterator

/// Implement an iterator over a binary search tree (BST). Your iterator

/// will be initialized with the root node of a BST.

/// Calling next() will return the next smallest number in the BST.

/// Note: next() and hasNext() should run in average O(1) time and uses

/// O(h) memory, where h is the height of the tree.

/// </summary>

/\*\*

\* Your BSTIterator will be called like this:

\* BSTIterator i = BSTIterator(root);

\* while (i.hasNext()) cout << i.next();

\*/

class BSTIterator

{

private:

stack<TreeNode \*> m\_TreeStack;

public:

/// <summary>

/// Constructor, which will lead to the smallest child.

/// </summary>

BSTIterator(TreeNode \*root)

{

TreeNode \*node = root;

while (node != nullptr)

{

m\_TreeStack.push(node);

node = node->left;

}

}

/// <summary>

/// return whether we have a next smallest number

/// </summary>

bool hasNext()

{

return (!m\_TreeStack.empty());

}

/// <summary>

/// return the next smallest number

/// </summary>

int next()

{

TreeNode \* node = m\_TreeStack.top();

int value = node->val;

m\_TreeStack.pop();

if (node->right != nullptr)

{

node = node->right;

while (node != nullptr)

{

m\_TreeStack.push(node);

node = node->left;

}

}

return value;

}

};

**The following scenario is more complicated.**

### 272. Closest Binary Search Tree Value II

Given a non-empty binary search tree and a target value, find *k* values in the BST that are closest to the target.

**Note:**

* Given target value is a floating point.
* You may assume *k* is always valid, that is: *k* ≤ total nodes.
* You are guaranteed to have only one unique set of *k* values in the BST that are closest to the target.

**Example:**

**Input:** root = [4,2,5,1,3], target = 3.714286, and *k* = 2

4

/ \

2 5

/ \

1 3

**Output:** [4,3]

**Follow up:**  
Assume that the BST is balanced, could you solve it in less than *O*(*n*) runtime (where *n* = total nodes)?

/// <summary>

/// Leet code #272. Closest Binary Search Tree Value II

/// </summary>

vector<int> LeetCode::getPredecessor(stack<TreeNode\*> left\_stack, int k)

{

vector<int> result;

while (!left\_stack.empty())

{

TreeNode \* node = left\_stack.top();

left\_stack.pop();

result.push\_back(node->val);

if (result.size() == k) break;

node = node->left;

while (node != nullptr)

{

left\_stack.push(node);

node = node->right;

}

}

return result;

}

/// <summary>

/// Leet code #272. Closest Binary Search Tree Value II

/// </summary>

vector<int> LeetCode::getSuccessor(stack<TreeNode\*> right\_stack, int k)

{

vector<int> result;

while (!right\_stack.empty())

{

TreeNode \* node = right\_stack.top();

right\_stack.pop();

result.push\_back(node->val);

if (result.size() == k) break;

node = node->right;

while (node != nullptr)

{

right\_stack.push(node);

node = node->left;

}

}

return result;

}

/// <summary>

/// Leet code #272. Closest Binary Search Tree Value II

///

/// Given a non-empty binary search tree and a target value, find k values in the BST that are closest to the target.

/// Note:

/// Given target value is a floating point.

/// You may assume k is always valid, that is: k ≤ total nodes.

/// You are guaranteed to have only one unique set of k values in the BST that are closest to the target.

/// Follow up:

/// Assume that the BST is balanced, could you solve it in less than O(n) runtime (where n = total nodes)?

/// Hint:

/// 1.Consider implement these two helper functions:

/// i.getPredecessor(N), which returns the next smaller node to N.

/// ii.getSuccessor(N), which returns the next larger node to N.

/// 2.Try to assume that each node has a parent pointer, it makes the problem much easier.

/// 3.Without parent pointer we just need to keep track of the path from the root to the current node using a stack.

/// 4.You would need two stacks to track the path in finding predecessor and successor node separately.

/// </summary>

vector<int> LeetCode::closestKValues(TreeNode\* root, double target, int k)

{

vector<int> result;

stack<TreeNode\*> left\_stack;

stack<TreeNode\*> right\_stack;

TreeNode \*node = root;

while (node != nullptr)

{

if (target <= node->val)

{

right\_stack.push(node);

node = node->left;

}

else if (target > node->val)

{

left\_stack.push(node);

node = node->right;

}

}

vector<int> left\_values = getPredecessor(left\_stack, k);

vector<int> right\_values = getSuccessor(right\_stack, k);

int left\_index = 0, right\_index = 0;

while (left\_index < (int)left\_values.size() || right\_index < (int)right\_values.size())

{

if (result.size() == k) break;

if (left\_index == left\_values.size())

{

result.push\_back(right\_values[right\_index]);

right\_index++;

}

else if (right\_index == right\_values.size())

{

result.push\_back(left\_values[left\_index]);

left\_index++;

}

else if (abs(left\_values[left\_index] - target) < abs(right\_values[right\_index] - target))

{

result.push\_back(left\_values[left\_index]);

left\_index++;

}

else

{

result.push\_back(right\_values[right\_index]);

right\_index++;

}

}

return result;

}

## Complex Example

### 99. Recover Binary Search Tree

Two elements of a binary search tree (BST) are swapped by mistake.

Recover the tree without changing its structure.

**Example 1:**

**Input:** [1,3,null,null,2]

  1

  /

 3

  \

  2

**Output:** [3,1,null,null,2]

  3

  /

 1

  \

  2

**Example 2:**

**Input:** [3,1,4,null,null,2]

3

/ \

1 4

  /

  2

**Output:** [2,1,4,null,null,3]

2

/ \

1 4

  /

 3

**Follow up:**

* A solution using O(*n*) space is pretty straight forward.
* Could you devise a constant space solution?

**#99 Recover binary tree**

<https://leetcode.com/problems/recover-binary-search-tree>

/// <summary>

/// Find the two disordered nodes in the binary search tree

/// </summary>

void LeetCode::recoverTree(TreeNode\* root, TreeNode\* &min\_node, TreeNode\* &max\_node, TreeNode\* &first, TreeNode\* &second)

{

if (root == nullptr) return;

TreeNode\* left\_min = root;

TreeNode\* left\_max = root;

TreeNode\* right\_min = root;

TreeNode\* right\_max = root;

if ((root->left == nullptr) && (root->right == nullptr))

{

min\_node = root;

max\_node = root;

return;

}

if (root->left != nullptr)

{

recoverTree(root->left, left\_min, left\_max, first, second);

}

if (root->right != nullptr)

{

recoverTree(root->right, right\_min, right\_max, first, second);

}

if (left\_max->val > root->val)

{

first = left\_max;

second = root;

}

if (root->val > right\_min->val)

{

if (left\_max->val <= root->val) first = root;

second = right\_min;

}

min\_node = left\_min;

if (root->val < min\_node->val) min\_node = root;

if (right\_min->val < min\_node->val) min\_node = right\_min;

max\_node = left\_max;

if (root->val > max\_node->val) max\_node = root;

if (right\_max->val > max\_node->val) max\_node = right\_max;

}

/// <summary>

/// Leet code #99. Recover Binary Search Tree

/// Two elements of a binary search tree (BST) are swapped by mistake.

/// Recover the tree without changing its structure.

/// Note:

/// A solution using O(n) space is pretty straight forward. Could you devise a constant space solution?

/// </summary>

void LeetCode::recoverTree(TreeNode\* root)

{

TreeNode \*min\_node = nullptr, \*max\_node = nullptr;

TreeNode \*first = nullptr, \*second = nullptr;

recoverTree(root, min\_node, max\_node, first, second);

if ((first != nullptr) && (second != nullptr))

{

swap(first->val, second->val);

}

}

/// <summary>

/// Find the two disordered nodes in the binary search tree

/// </summary>

void LeetCode::recoverTreeII(TreeNode\* root, TreeNode\* &prev,

TreeNode\* &first, TreeNode\* &second)

{

if (root == nullptr) return;

if (root->left != nullptr)

{

recoverTreeII(root->left, prev, first, second);

}

if ((prev != nullptr) && (prev->val > root->val))

{

if (first == nullptr)

{

first = prev;

}

second = root;

}

prev = root;

if (root->right != nullptr)

{

recoverTreeII(root->right, prev, first, second);

}

}

/// <summary>

/// Leet code #99. Recover Binary Search Tree

/// Two elements of a binary search tree (BST) are swapped by mistake.

/// Recover the tree without changing its structure.

/// Note:

/// A solution using O(n) space is pretty straight forward. Could you devise a constant space solution?

/// </summary>

void LeetCode::recoverTreeII(TreeNode\* root)

{

TreeNode \*prev = nullptr, \*first = nullptr, \*second = nullptr;

recoverTreeII(root, prev, first, second);

if ((first != nullptr) && (second != nullptr))

{

swap(first->val, second->val);

}

}